# CƠ BẢN VỀ C++

## Chương trình C++ đầu tiên

Để thuận tiện diễn giải chương trình C++ đầu tiên, các tác giả dùng cột bên trái để đánh số các dòng lệnh của chương trình ở cột bên phải như bảng dưới đây:

|  |  |
| --- | --- |
| Số hiệu dòng | Chương trình |
| 1 | *//Chuong trinh dau tien* |
| 2 | #include <iostream> |
| 3 | #include <conio.h> |
| 4 | using namespace std; |
| 5 | int main() |
| 6 | { |
| 7 | cout << "Chao mung cac ban hoc C++"; |
| 8 | cout<<'\n'; |
| 9 | getch(); |
| 10 | return 0; |
| 11 | } |

*Dòng 1.* Dấu // ở đầu dòng là dấu chú thích, những chữ đi sau dấu này trên cùng một dòng chỉ nhằm giải thích rõ thêm về chương trình, không phải là lệnh thực hiện của chương trình.

*Dòng 2.* #include là chỉ thị tiền xử lý định hướng cho trình dịch. #include <iostream> là định hướng cho trình dịch biết chương trình này cần sử dụng thư viện chuẩn iostream.

*Dòng 3.* #include <conio.h> là định hướng cho trình dịch biết chương trình này cần sử dụng thư viện chuẩn conio.h.

*Dòng 4.* Khai báo dùng các tên của không gian tên trong thư viện bản mẫu chuẩn STD (Standard Template Library).

*Dòng 5.* Tên hàm chính là *main*. Hàm này luôn yêu cầu trả lại giá trị nguyên kiểu *int*.

*Dòng 6.* Dấu { báo hiệu bắt đầu hàm chính.

*Dòng 7*. Xuất dòng chữ “Chao mung cac ban hoc C++” ra màn hình. Trong đó cout là luồng ra chuẩn (thường là màn hình) đã được định nghĩa trước trong thư viện iostream.Còn kí hiệu << là phép toán gửi dòng chữ này đến luồng ra.

*Dòng 8.* Gửi kí tự ‘\n’ là ký tự điều khiển xuống dòng tới luồng ra. Kết quả sẽ điều chỉnh con trỏ trên màn hình về đầu dòng tiếp theo.

*Dòng 9.* Lệnh dừng kết quả đang hiện trên màn hình cho đến khi người dùng nhấn một phím nào đó. Lệnh này đòi hỏi phải khai báo dòng 3 (định hướng tiền xử lý tìm tới thư viện conio.h).

*Dòng 10.* Hàm chính trả về giá trị 0 (hàm chính kết thúc bình thường).

*Dòng 11.* Dấu } là dấu kết thúc hàm chính.

## Giao tiếp với bàn phím và màn hình

Trong C++, luồng (stream) là nguồn cho nhận hoặc xuất kí tự.

*Luồng ra* cho phép ghi (lưu trữ/xuất) lần lượt các kí tự trong luồng này tới tệp/màn hình (màn hình coi là tệp ra chuẩn).

Luồng ra chuẩn có tên là cout cho phép xuất các kí tự lên màn hình.

*Luồng vào chuẩn* là cin cho phép gán dữ liệu nhập từ bàn phím vào các biến.

Các luồng vào/ra được định nghĩa trong tệp tiêu đề iostream, vì vậy khi muốn dùng các luồng cout hoặc cin cần có dòng chỉ thị:

#include <iostream>

ở đầu chương trình.

**Ví dụ**: Nhập hai số nguyên n và m từ bàn phím. Viết chương trình hiện tổng n+m trên màn hình.

#include <iostream>

#include <conio.h> *// Tệp tiêu đề chứa lệnh tác động tới màn hình, bàn phím*

using namespace std;

long n,m; *// Khai báo hai biến n và m kiểu số nguyên 32 bit*

int main(void) {

cout << "Nhap n, m: "; *//Xuất dòng chữ ra màn hình*

cin >> n >> m; *// Nhập giá trị gõ từ bàn phím vào biến n và m*

cout << "Tong cua n va m la: "; *//Xuất dòng chữ này ra màn hình*

cout << n+m; *//Xuất tổng của n và m ra màn hình*

cout << '\n'; *// Điều khiển xuống dòng trên màn hình*

getch(); *// Giữ màn hình kết quả cho đến khi người dùng nhấn phím nào đó*

return 0;

}

Chương trình có thể viết gọn lại là:

#include <iostream>

#include <conio.h>

using namespace std;

long n,m; *// Khai báo hai biến n và m có kiểu số nguyên* ***long***

int main(void) {

cout << "Nhap n, m: ";

cin >> n >> m;

cout << "Tong cua n va m la: " << n+m << '\n';

getch();

return 0;

}

Để hiện trên màn hình số thực x với số chữ số thập phân có nghĩa nào đó (giả sử là 4 chữ số thập phân), trước tiên cần khai báo:

#include <iomanip>

và trước khi xuất x, cần có dòng lệnh:

cout << fixed << setprecision(4);

Ví dụ:

#include <iostream>

#include <iomanip>

using namespace std;

float x=3.14156972;

int main() {

cout << fixed << setprecision(4) << x;

system("pause");

return 0;

}

Sẽ cho kết quả trên màn hình là 3.1416

## Kiểu dữ liệu chuẩn, hằng, biến, lệnh, các phép toán,

### Các kiểu dữ liệu chuẩn

Các biến trong chương trình có thể thuộc nhiều kiểu dữ liệu khác nhau. Ví dụ kích thước hình chữ nhật có kiểu số thực, sĩ số học sinh có kiểu số nguyên, các kí tự cũng có kiểu của nó (gọi là kiểu kí tự, hay là char), đánh giá biểu thức là đúng hay sai cần dùng kiểu logic (gọi là kiểu bool)… Căn cứ vào số đơn vị bộ nhớ (là bao nhiêu byte) khi lưu trữ các biến trong bộ nhớ, mà phân loại thành những kiểu dữ liệu chuẩn sau đây:

|  |  |  |  |
| --- | --- | --- | --- |
| Tên kiểu | Số byte bộ nhớ | Mô tả kiểu | Miền giá trị, hoặc trị tuyệt đối |
| char | 1 | Kí tự (còn gọi là kiểu số nguyên 8 bit) | Có dấu: từ -128 đến 127  Không dấu: từ 0 đến 255 |
| short | 2 | Số nguyên 16 bit | Có dấu: -32763 đến 32762  Không dấu: 0 đến 65535 |
| long | 4 | Số nguyên 32 bit | Có dấu:-2147483648 đến 2147483647  Không dấu: 0 đến 4294967295 |
| long long | 8 | Số nguyên  64 bit | Có dấu: -263 đến 263-1  Không dấu: 0 đến 264-1 |
| int | (\*) | Số nguyên | (\*) Như short hoặc như long (tùy thuộc hệ thống) |
| float | 4 | Số thực (Dấu phảy động) | Trị tuyệt đối: 3.4E-38 →3.4E+38  (7 chữ số có nghĩa) |
| double | 8 | Số thực với độ chính xác gấp đôi | Trị tuyệt đối: 1.7E-308→1.7E308  (15 chữ số có nghĩa) |
| long double | 12 | Số thực với độ chính xác cao hơn double | Trị tuyệt đối:1.2E-4932→1.2E+4932  (19 chữ số có nghĩa) |
| bool | 1 | Kiểu lôgic | true hoặc false (đúng hoặc sai) |
| void |  | Không kiểu |  |

*Lưu ý.* Kiểu *void* là kiểu *không kiểu*. Khi muốn cho dữ liệu không có kiểu thì chuyển kiểu cho nó thành kiểu void.

### Tên, hằng và biến

***Tên.*** Mọi đối tượng trong chương trình đều phải được đặt tên theo quy tắc. Trong C++, quy tắc đặt tên là: *Tên chỉ chứa các kí tự chữ cái, chữ số, dấu gạch dưới; không được bắt đầu bằng chữ số; không được trùng với từ khóa* (là những tên đã được quy định dùng với một ý nghĩa đã định trước). Chú ý: Trong C++ luôn luôn phân biệt chữ hoa và chữ thường, ví dụ hai tên là abc và Abc là khác nhau.

***Hằng.*** Hằng là đại lượng không thay đổi giá trị ban đầu. Hằng cũng được đặt tên theo đúng qui định về tên. Ví dụ dòng lệnh sau khai báo hằng *max* kiểu số nguyên 32 bit và giá trị là 109*:*

const **long** max=1000000000;

hoặc

hằng *xuongdong* có giá trị là kí tự điều khiển xuống dòng ’\n’ (còn viết là endl) được khai báo như sau:

const char xuongdong=’\n’;

***Biến.*** Biến là đại lượng có giá trị có thể thay đổi trong quá trình thực hiện chương trình. Biến được khai báo bên trong một hàm thì chỉ bị tác động của lệnh bên trong hàm này, chúng gọi là các biến cục bộ. Biến được khai báo bên ngoài mọi hàm thì có thể bị tác động làm thay đổi giá trị của bất kỳ lệnh nào tại bất kì vị trí nào của chương trình, chúng gọi là biến toàn cục.

Ví dụ khai báo các biến dai, rong, dientich kiểu số thực với 15 chữ số có nghĩa:

**double** dai, rong, dientich;

### Câu lệnh, lệnh gán

Câu lệnh là những câu được viết theo đúng ngữ pháp của ngôn ngữ, để thể hiện các thao tác cần thực hiện của chương trình. Có câu lệnh đơn và câu lệnh ghép. Kết thúc mỗi câu lệnh là dấu chấm phảy. Câu lệnh ghép còn gọi là một khối lệnh gồm nhiều câu lệnh đơn nằm giữa cặp mở ngoặc ({) và đóng ngoặc (}).

*Câu lệnh gán* kí hiệu bởi dấu bằng (=) dùng để gán giá trị của hằng hoặc của biểu thức cho biến. Ví dụ:

dai=5;

rong=3;

dientich = dai\*rong;

### Các phép toán cơ sở.

* ***Các phép toán số học (*** +, -, \*, /, % ***)***

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Cộng | Trừ | Nhân | Chia | Lấy dư trong phép chia |
| + | - | \* | / | % |

Ví dụ.

a=143;

b=20;

c=a+b; *// gán cho c giá trị 163 (là tổng của 143 và 20)*

c=a%b; *// gán cho c giá trị 3 là số dư trong phép chia 143 cho 20*

a=a+10;*// gán cho a giá trị mới bằng giá trị cũ cộng thêm 10*

a+=10;*// chính là lệnh a=a+10;*

a/=10; *//chính là lệnh a=a/10; …*

* ***Phép toán tăng một đơn vị, giảm một đơn vị***

|  |  |
| --- | --- |
| x=12; |  |
| y=++x; | *//Tăng x một đơn vị, sau đó gán cho y (x=13, y=13)* |
| x=12; |  |
| y=x++; | *//Gán cho y giá trị của x, sau đó tăng x một đơn vị (y=12, x=13)* |
| x=20; |  |
| y=--x; | *//Giảm x một đơn vị, sau đó gán cho y (x=19, y=19)* |
| x=20; |  |
| y=x--; | *//Gán cho y giá trị của x, sau đó giảm x một đơn vị (y=20, x=19)* |

Các phép toán quan hệ

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Bằng nhau | Khác nhau | Lớn hơn | Nhỏ hơn | Không nhỏ hơn | Không lớn hơn |
| == | != | > | < | >= | <= |

Ví dụ.

(2\*4==8) là biểu thức đúng (có giá trị *true*),

(3!=4) là biểu thức đúng (có giá trị *true*)

(x\*x<0) là biểu thức sai (có giá trị *false*)

* ***Các phép toán lôgic***

|  |  |  |
| --- | --- | --- |
| Phép **phủ định** (not) | Phép **và** (and) | Phép **hoặc** (or) |
| ! | && | || |

*Phủ định của true* là *false*, ngược lại *phủ định của false* là *true*.

Khi hai biểu thức a và b cùng có giá trị true thì a&&b là true, những trường hợp còn lại thì a&&b nhận giá trị false

Khi hai biểu thức a và b cùng nhận giá trị false thì a||b là false, những trường hợp còn lại thì a||b nhận giá trị true.

* ***Phép toán điều kiện***

Phép toán điều kiện được viết như sau:

<biểu thức logic> ? <giá trị thứ 1> : <giá trị thứ 2>;

Nếu *biểu thức logic* có giá trị *true* thì phép toán cho *giá trị thứ nhất*, ngược lại cho *giá trị thứ hai*. Ví dụ:

a=(4>2) ? 1 : 5; *// a được gán bằng 1 vì biểu thức 4>2 là true*

x= (a>b) ? a : b; *// x là giá trị lớn nhất của a và b*

Ký hiệu ? kết hợp với các dấu >, < và phép gán còn được dùng với ý nghĩa sau:

a <?= b; *// a được gán bằng giá trị nhỏ nhất trong hai giá trị a và b*

a >?= b; *// a được gán bằng giá trị lớn nhất trong hai giá trị a và b*

* ***Phép toán chuyển kiểu***

Trong C++ các kiểu dữ liệu được phân biệt rất ngiêm khắc. Các biến không thể nhận giá trị có kiểu khác với kiểu đã khai báo cho nó. Vì vậy trong một số trường hợp cần chuyển kiểu cho biến. C++ sẽ tự động chuyển kiểu cho phù hợp quy luật này hoặc cung cấp các hàm chuyển kiểu để người dùng tự xử lý.

*Ví dụ 1:* Giả sử a có kiểu **float**, b có kiểu **long**, c có kiểu **int** thì b\*c+2\*a được C++ tự động cho nó có kiểu **float** (kiểu có kích cỡ bộ nhớ lớn nhất), vì vậy biến x muốn nhận giá trị này thì biến x phải được khai báo trước là kiểu **float**.

*Ví dụ 2:* j=5.1234 (kiểu float), i có kiểu int thì có thể dùng lệnh:

i= int(j); hoặc i= (int) j;// i nhận giá trị nguyên của j là 5.

* ***Phép toán tính kích cỡ của biến***

Để đo kích thước lưu trữ (đo bằng byte) của một biến, của một kiểu chuẩn trong bộ nhớ, ta dùng hàm sizeof().

Ví dụ a:=sizeof(char); thì a=1.

### Bộ nhớ và kiểu con trỏ

Bộ nhớ máy tính gồm nhiều ô nhớ đơn vị (1 byte) xếp liền nhau. Các ô nhớ được đánh địa chỉ. C/C++ cung cấp công cụ để người lập trình có thể can thiệp bộ nhớ của máy tính ở mức độ thấp giúp cho việc lập trình có nhiều uyển chuyển và chạy nhanh hơn so với những ngôn ngữ lập trình khác. Khi thực hiện chương trình, các giá trị của biến được lưu trữ trong một số ô của bộ nhớ máy tính. Chúng ta có thể thông qua tên của biến để lấy các giá trị này.

Ngoài ra, chúng ta cũng có thể truy xuất thẳng vào địa chỉ của ô nhớ để lấy dữ liệu tại ô nhớ đó.

a) ***Toán tử lấy địa chỉ (&) và biến con trỏ***

Khi chúng ta khai báo một biến, chúng ta không biết biến này sẽ được đặt ở những ô nhớ nào. Muốn lấy địa chỉ các ô nhớ này, có thể thực hiện bằng cách đặt trước tên biến một toán tử lấy địa chỉ là &.

*Ví dụ* 1: Gán:

p\_x=&x;

thì địa chỉ ô nhớ đầu tiên trong các ô nhớ lưu giá trị của x được gán cho biến p\_x.

Biến p\_x gọi là biến con trỏ. Biến con trỏ là biến dùng để lưu địa chỉ trong bộ nhớ. Trong ví dụ trên, biến p\_x lưu địa chỉ ô nhớ chứa giá trị của biến x. Ta nói con trỏ p\_x trỏ tới địa chỉ ô nhớ của biến x.

b) ***Toán tử tham chiếu \****

Ngược lại, chúng ta có thể truy xuất trực tiếp đến giá trị một biến được trỏ tới bởi biến con trỏ bằng cách đặt trước tên biến con trỏ một dấu sao (\*).

*Ví dụ* 2: Câu lệnh z= \*p\_x; gán cho z giá trị của ô nhớ mà p\_x trỏ tới (chính là giá trị của x trong ví dụ 1).

c) ***Khai báo biến kiểu con trỏ***

Khai báo của một biến con trỏ sẽ có dạng sau:

***<type> \* <tên biến con trỏ>*;**

trong đó ***type*** là kiểu dữ liệu trong ô nhớ được con trỏ trỏ tới.

*Ví dụ*. Khai báo 3 biến con trỏ kiểu int, char và float như sau:

int \* p1;

char \* p2;

float \* p3;

Các biến p1, p2, p3 trỏ tới các kiểu dữ liệu khác nhau nhưng cả ba đều là biến con trỏ và chúng chiếm một lượng bộ nhớ như nhau (nghĩa là có kích thước như nhau; kích thước của một biến con trỏ tùy thuộc vào hệ điều hành). Nhưng dữ liệu mà chúng trỏ tới không chiếm lượng bộ nhớ như nhau, p1 trỏ tới dữ liệu kiểu **int** chiếm 2 byte, p2 trỏ tới dữ liệu kiểu **char** chiếm 1 byte và p3 trỏ tới dữ liệu kiểu **float** chiếm 4 byte.

Ta gọi int \* là kiểu con trỏ int, char \* là kiểu con trỏ ký tự, float \* là kiểu con trỏ float.

Tương tự khai báo biến p là biến con trỏ không kiểu như sau:

void \* p;

Giả sử x là biến con trỏ kiểu long, muốn ép kiểu thành con trỏ không kiểu thì viết:

p=(void \*) x;

Sau khi ép x thành con trỏ kiểu void, theo một yêu cầu nào đó chúng ta lại có thể ép nó trở lại kiểu cũ (là long chẳng hạn): (long \*) p; và dùng toán tử tham chiếu \* để lấy giá trị của x trỏ tới để gán cho biến y (kiểu long chẳng hạn) bằng lệnh:

y= \* (long \*) p;

## Các cấu trúc điều khiển

### Cấu trúc rẽ nhánh if – else

*Dạng khuyết:*

if (điều kiện) <thực hiện lệnh>;

Ví dụ: Nếu số a lớn hơn 0 thì thông báo a là số dương:

if (a>0) cout <<”a la so duong”;

*Dạng đầy đủ:*

if (điều kiện) <thực hiện lệnh 1>;

else <thực hiện lệnh 2>;

Ví dụ: Nếu số a lớn hơn 0 thì thông báo a là số dương, còn không thì thông báo a là số không dương.

if (a>0) cout <<”a la so duong”;

else cout <<”a la so khong dương”;

### Cấu trúc lặp while

Dạng:

while (điều kiện) {

<các lệnh>;

}

*Ý nghĩa.* Khi biểu thức điều kiện có giá trị đúng thì thực hiện các lệnh trong vòng lặp sau đó quay về kiểm tra lại điều kiện. Quá trình tiếp tục cho đến khi điều kiện sai thì thoát vòng lặp.

Ví dụ: Phân tích số a dương chẵn thành dạng a=d.2s (s≥0;d lẻ)

s = 0;

while (a%2==0) {

a=a/2; s++;

}

d=a;

Sau đoạn chương trình này, sẽ có giá trị của *d* và *s*

### Cấu trúc lặp do-while

do {

<các lệnh>;

} while (điều kiện);

*Ý nghĩa.* Thực hiện lệnh trong vòng lặp, sau đó kiểm tra điều kiện, nếu điều kiện còn đúng thì quay về đầu vòng lặp để thực hiện các lệnh trong vòng lặp. Quá trình tiếp tục cho đến khi điều kiện sai thì thoát vòng lặp.

Ví dụ: Phân tích số a dương chẵn thành dạng a=d.2s (s≥0;d lẻ)

s = 0;

do {

a/=2; /*/ có nghĩa là a nhận giá trị mới bằng nửa giá trị cũ;*

s++;

} while (a%2==0);

d=a;

*Lưu ý.* Với a là số chẵn thì ví dụ trong mục b và c đều giải đúng, nhưng khi ban đầu a là số lẻ thì giải như ví dụ trong mục c là sai. Tại sao?

### Cấu trúc lặp for

Dạng:

for (khởi tạo; điều kiện lặp; cập nhật ) {

<các lệnh>

}

*Ví dụ:* Thực hiện nhập N phần tử của mảng A từ bàn phím và tính trung bình cộng của chúng, xuất kết quả ra màn hình với độ chính xác tới 2 chữ số thập phân sau dấu phẩy:

#include <iostream>

#include <conio.h>

#include <iomanip>

using namespace std; *// Khai báo dùng Không gian các tên mẫu*

int n, sum, a[100];

int main() {

cout << "Nhap so phan tu cua mang: ";

cin >> n;

cout << "Nhap cac phan tu cua mang " << '\n';

sum = 0;

for (int i=0; i!=n; i++) {

cout <<"Nhap phan tu thu " << i+1 << " = ";

cin>> a[i];

sum +=a[i]; *//sum= sum + a[i];*

}

cout << fixed << setprecision(2);

cout << "Dap so: " <<(float) sum/n;

getch();

}

## Kiểu định nghĩa

1. Định nghĩa một hằng bằng một tên:

#define *tên* [giá trị]

Ví dụ. Khai báo hằng 1000000 bởi tên MaxN như sau:

#define MaxN 1000000

Với định nghĩa này thì MaxN trong toàn bộ chương trình luôn luôn có giá trị không đổi là 106.

1. Định nghĩa một đoạn chương trình bằng một tên:

#define *tên (<tham biến 1>,<tham biến 2>,…) lệnh*

Ví dụ. Khai báo đoạn chương trình tìm giá trị lớn nhất của hai số a và b là:

#define Max(x,y) (x>y?x:y)

Hoặc:

#define Max(x,y) (x>?=y)

Chương trình sau tìm số lớn nhất trong hai số nhập từ bàn phím:

#include <iostream>

using namespace std;

#define Max(x,y) (x>?=y)

int x,y;

int main(){

cout << "Nhap hai so nguyen: ";

cin >> x >> y;

cout << "So lon nhat la: ";

cout << Max(x,y)<<endl;

system("pause");

}

## Kiểu cấu trúc Bản ghi

Một biến quản lí các dữ liệu gồm một số kiểu khác nhau được khai báo thuộc kiểu **struct** (kiểu cấu trúc). Các biến thành phần tạo nên kiểu cấu trúc gọi là các *trường* của kiểu cấu trúc đó.

* **Khai báo kiểu struct như sau:**

struct [<Tên\_kiểu>] {

[<Kiểu\_biến\_1> <Tên\_biến\_trường1\_1[, Tên\_biến\_trường1\_2, ...]>] ;

[<Kiểu\_biến\_2> <Tên\_biến\_trường2\_1[, Tên\_biến\_trường2\_2, ...]>] ;

……………..

} [<danh sách các biến kiểu cấu trúc>] ;

*Ví dụ*

struct hoc\_sinh {

int sbd;

char ht[30];

char ngsinh[9]; // “15/09/92”+ký tự ’\0’

bool nam\_nu;

double toan, ly, ngoaingu;

bool do\_truot;

};

Trong cấu trúc hoc\_sinh có các trường: sbd, ht, ngsinh, nam\_nu, toan, ly, ngoaingu, do\_truot.

* **Khai báo biến có kiểu cấu trúc:**

Cách 1

struct Tên\_kiểu {

<Khai báo các biến thành phần>

} <danh sách các biến>;

Cách 2

struct Tên\_kiểu {

<Khai báo các biến thành phần>

};

Tên\_kiểu <Tên\_biến>;

*Ví dụ*. Có thể khai báo hai biến *x* và *y* quản lý thông tin về hai học sinh x và y nào đó) và mảng lop[60] quản lý thông tin về một lớp nào đó như sau:

struct hoc\_sinh {

int sbd;

char ht[30];

char ngsinh[9]; // “15/09/92”

bool nam\_nu;

double toan, ly, ngoaingu;

bool do\_truot;

}x,y, lop[60];

Hoặc:

struct hoc\_sinh {

int sbd;

char ht[30];

char ngsinh[9]; // “15/09/92”

bool nam\_nu;

double toan, ly, ngoaingu;

bool do\_truot;

};

hoc\_sinh x, y, lop[60];

* **Truy cập các phần tử của kiểu dữ liệu struct**

Để truy cập tới dữ liệu của một trường trong cấu trúc, ta viết tên cấu trúc và tên trường nối nhau bởi dấu chấm.

Sau khi khai báo kiểu hoc\_sinh và khai báo biến x có kiểu hoc\_sinh, ta có thể truy cập x.ht là họ và tên của học sinh x và x.toan là điểm toán của học sinh x,...

*Ví dụ*. Một hoá đơn bán hàng có 3 thông tin là: tên hàng, số lượng, đơn giá. Hãy nhập 3 hoá đơn bán hàng. Viết chương trình hiện nội dung từng hoá đơn, số thành tiền của mỗi hoá đơn và tổng tiền hàng bán được ở 3 hoá đơn này.

#include <iostream>

#include <iomanip>

using namespace std;

const int n = 3;

struct hoa\_don {

char tenhang[30];

long soluong;

double dongia;

} hd, taphd[n];

int main() {

for (int i=0; i!=n; i++) {

cout << "\nNhap hoa don " << (i+1) ;

cout << "\nTen hang : ";

char s[30];

cin.getline(s,30); strcpy(taphd[i].tenhang,s);

cout << "So luong : ";

cin.getline(s,30); taphd[i].soluong = atol(s);

cout << "Don gia : ";

cin.getline(s,30); taphd[i].dongia = atof(s);

}

double thanhtien, tong=0;

for (int i=0; i!=n; i++){

hd = taphd[i];

thanhtien = hd.soluong\*hd.dongia;

cout << setw(30) << hd.tenhang << " : "

<< setw(10) << hd.soluong << " x "

<< setw(10) << hd.dongia << " = "

<< setw(15)<< setprecision(10)<<thanhtien<<endl;

tong += thanhtien;

}

cout << "\nTong tien cua cac hoa don la : "

<< setw(15)<< setprecision(10) << tong << endl;

system("pause");

return 0;

}

*Chú ý.* Để đưa kết quả hiện trên màn hình với khuôn dạng nhất định, C++ sử dụng nhiều bộ thao tác định khuôn dạng trong thư viện <iomanip>, hoặc sử dụng các thuộc tính của luồng chuẩn cout. Ví dụ:

- Định dạng setw(n) cho kết quả xuất ra trên khoảng rộng n kí tự.

- Định dạng setfill(c) sẽ lấp kí tự *c* vào phần đầu của khoảng rộng dành cho kết quả mà kết quả không dùng hết (kết quả căn theo lề phải của khoảng rộng).

- Định dạng setprecision(n) cho số lượng các chữ số có nghĩa là n trong kết quả số thực..

- Thuộc tính cout.precision(n) cho số lượng các chữ số có nghĩa là n trong kết quả số thực.

* **Con trỏ kiểu cấu trúc**

*Ví dụ* 2. Sử dụng con trỏ kiểu cấu trúc giải lại bài ví dụ 1.

#include <iostream>

#include <iomanip>

using namespace std;

const int n = 3;

struct hoa\_don {

char tenhang[30];

long soluong;

double dongia;

} taphd[n];

hoa\_don \* p; *//Khai báo con trỏ p, trỏ tới kiểu cấu trúc hoa\_don*

int main(){

for (int i=0; i!=n; i++) {

*//Các câu lệnh như trong Ví dụ 1*

}

double thanhtien, tong=0;

for (int i=0; i!=n; i++) {

p = new hoa\_don; *//Xin cấp phát bộ nhớ động cho con trỏ p*

\*p = taphd[i]; *// Tham chiếu tới dữ liệu của hóa đơn thứ i*

thanhtien = (p->soluong)\*(p->dongia);

cout << setw(30) << (p->tenhang) << " : "

<< setw(10) << (p->soluong) << " \*"

<< setw(10) << (p->dongia) << " = "

<< setw(15)<<setprecision(10)<<thanhtien<<'\n' ;

tong += thanhtien;

}

cout << "\nTong tien cua cac hoa don la : "

<< setw(15) << setprecision(10) << tong<<'\n';

system("pause");

return 0;

}

Trong vòng *for* thứ hai, các câu lệnh:

p = new hoa\_don;

\*p = taphd[i];

nhằm xin cấp phát bộ nhớ động cho con trỏ *p* và đặt *p* tham chiếu tới (trỏ tới) taphd[i]. Sau đó có thể truy cập tới giá trị các trường của *p* bằng cách sử dụng toán tử ->

Ví dụ: p->soluong chính là taphd[i].soluong, cũng là (\*p).soluong

Ghi chú: Toán tử -> gồm dấu trừ gõ liền với dấu lớn hơn dùng để tham chiếu tới các trường của biến con trỏ có kiểu **struct** (cấu trúc).

## Hàm

Một bài toán cho ban đầu có thể phân chia thành nhiều nhiệm vụ nhỏ riêng rẽ. Những đoạn chương trình hoàn thành từng nhiệm vụ nhỏ đó có thể viết thành một chương trình con. Những chương trình con này hợp thành chương trình giải bài toán ban đầu. Trong một số ngôn ngữ lập trình, chương trình con có thể là hàm hoặc thủ tục. Nhưng trong C++, mọi chương trình con đều gọi là hàm. Mỗi hàm được đặt tên theo đúng qui định về tên. Hàm có thể nhận các giá trị tham số đưa vào để thực hiện nhiệm vụ của mình và trả lại cho chương trình gọi hàm một giá trị thông qua tên hàm.

Điểm đặc biệt trong C++, hàm có thể trả lại một giá trị kiểu *void.* Trong trường hợp này ta ngầm định coi như là hàm không cần trả lại giá trị nào (khi đó coi như hàm chỉ làm nhiệm vụ một thủ tục).

Dạng thức **định nghĩa hàm** như sau:

***type name* ( *type1 argument1*, *type2*  *argument2*, ...) {**

***statements;***

***return value;***

***}***

trong đó:

***type*** là kiểu dữ liệu được trả về của hàm;

***name*** là tên gọi của hàm;

***argument1, argument2, …***  là tên các tham số hình thức (có nhiều bao nhiêu cũng được tuỳ theo nhu cầu). Còn ***type1, type2, …*** tương ứnglà các kiểu của các tham số ***argument1, argument2,…*** Các tham số hình thức khác nhau được ngăn cách bởi các *dấu phẩy*.

Dòng:

***type name* ( *type1 argument1*, *type2*  *argument2*, ...)** được gọi là phần đầu của hàm (chú ý cuối dòng không có dấu chấm phảy)

***statements*** là các câu lệnh taọ thành thân của hàm. Nó có thể là một lệnh đơn hay một khối lệnh thực hiện trong hàm.

***Lệnh return value;*** để hàm trả lại giá trị là *value* cho chương trình đã gọi hàm.

*Ví dụ 1*. Viết chương trình có xây dựng hàm *add* thực hiện phép cộng hai số

#include <iostream>

#include <conio.h>

using namespace std;

**int add (int a, int b) {**

**return (a+b);**

**}**

int main () {

int x,y,z;

cout << "nhap 2 so : "; cin >> x >> y ;

z = add (x,y);

cout << "Tong hai so la: " << z;

getch();

return 0;

}

Trong chương trình có hai hàm là **add** và **main.** Hàm **add** thực hiện nhiệm vụ: nhận vào 2 giá trị a và b, trả lại một giá trị là tổng a+b.

Hàm **main** là hàm chính. Chương trình được bắt đầu thực hiện từ câu lệnh đầu tiên của hàm **main.** Kiểu hàm chính luôn là **int,** giá trị trả lại là 0.

Tuy nhiên, có thể viết lại chương trình trên bằng sử dụng kiểu định nghĩa đoạn chương trình, được chương trình sau hiệu quả hơn:

#include <iostream>

#define add(a,b) (a+b)

using namespace std;

int main () {

int x,y;

cout << "nhap 2 so : ";

cin >> x >> y ;

cout << "Tong hai so la: " << add(x,y)<<endl;

system("pause"); *// Dừng màn hình kết quả đến khi có phím được nhấn*

return 0;

}

*Ví dụ 2.*Viết chương trình tìm số lớn nhất trong 3 số nguyên.

#include <iostream>

#include <conio.h>

using namespace std;

int a, b, c;

int max(int a, int b) {

if (a>b) return a;

else return b;

}

int max(int a,int b, int c) {

return max(max(a,b),c);

}

int main() {

cout << "Nhap ba so a, b, c: "; cin>>a>>b>>c;

cout << "Max(" << a << "," << b <<") la:"

<< max(a,b) << endl;

cout << "Max(" << a << "," << b << "," << c << ") la:"

<<max(a,b,c);

getch();

return 0;

}

Trong chương trình trên có hai hàm đều có tên là *max* trong đó hàm thứ nhất nhận 2 tham số và hàm thứ hai nhận 3 tham số. C/C++ có khả năng nhận biết sự khác biệt giữa hai hàm trên vì trong lời gọi hàm người dùng đã cho biết danh sách các tham số (gồm các biến nào và chúng thuộc kiểu nào). Tính chất này gọi là tính quá tải của hàm.

Có thể thay chương trình trên bằng chương trình hiệu quả hơn có sử dụng kiểu định nghĩa đoạn chương trình:

#include <iostream>

#define max2(x,y) (x>y?x:y)

#define max3(x,y,z) (max2(max2(x,y),z))

using namespace std;

int a, b, c;

int main() {

cout << "Nhap ba so a, b, c: ";

cin >> a >> b >> c;

cout << max3(a,b,c)<< endl;

system("pause");

return 0;

}

*Ví dụ 3.*Viết chương trình tính số cách chọn k phần tử từ tập có n phần tử theo công thức*:![](data:image/x-wmf;base64,183GmgAAAAAAAGAGIAQACQAAAABRXAEACQAAAy4CAAAEAJoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIgBGAGCwAAACYGDwAMAE1hdGhUeXBlAADgABIAAAAmBg8AGgD/////AAAQAAAAwP///7j///8gBgAA2AMAAAgAAAD6AgAAEwAAAAAAAAIEAAAALQEAAAUAAAAUAgACQAAFAAAAEwIAAhYGBQAAAAkCAAAAAgUAAAAUAm4BbQMcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AqNgYANiU83WAAfd1IRlmZgQAAAAtAQEACQAAADIKAAAAAAEAAAAheQADBQAAABQCjANSABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgCo2BgA2JTzdYAB93UhGWZmBAAAAC0BAgAEAAAA8AEBAA0AAAAyCgAAAAAEAAAAKCkhIWwDkABiAQADBQAAABQCbgGbAhwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgCo2BgA2JTzdYAB93UhGWZmBAAAAC0BAQAEAAAA8AECAAkAAAAyCgAAAAABAAAAbnkAAwUAAAAUAowD3AAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AqNgYANiU83WAAfd1IRlmZgQAAAAtAQIABAAAAPABAQAMAAAAMgoAAAAAAwAAAG5razwWAuYBAAMFAAAAFAKMA94BHAAAAPsCgP4AAAAAAACQAQAAAAEAAgAQU3ltYm9sAHWKEgo98CWoBKjYGADYlPN1gAH3dSEZZmYEAAAALQEBAAQAAADwAQIACQAAADIKAAAAAAEAAAAteQADmgAAACYGDwAqAUFwcHNNRkNDAQADAQAAAwEAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYGRFNNVDYAARNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgEAAwALAAABAAIAg24AAgCCIQAAAQACAIIoAAIAg24AAgSGEiItAgCDawACAIIpAAIAgiEAAgCDawACAIIhAAAAAAAKAAAAJgYPAAoA/////wEAAAAAAAgAAAD6AgAAAAAAAAAAAAAEAAAALQECABwAAAD7AhAABwAAAAAAvAIAAAAAAQICIlN5c3RlbQAAIRlmZgAACgA4AIoBAAAAAP/////c4hgABAAAAC0BAwAEAAAA8AEBAAMAAAAAAA==)*

#include <iostream>

#include <conio.h>

using namespace std;

int n, k;

int giaithua(int m) {

int gt=1;

for (int i = 2; i <= m; i++) gt \*= i;

return gt;

}

int main() {

cout << "Nhap k và n: "; cin>>k>>n;

cout << giaithua(n)/(giaithua(n-k)\*giaithua(k));

getch();

}

*Ví dụ 4.* Tìm số Catalan thứ n
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#include <iostream>

#include <conio.h>

#include <iomanip>

using namespace std;

int n;

long double catalan(int n) {

long double t=1.0;

for (int i=n+2; i<=2\*n; i++) t = (t\*i)/(i-n-1);

t = t/n;

return t;

}

int main() {

cout << "Nhap n: "; cin>>n;

cout << fixed << setprecision(6);

cout << catalan(n);

getch();

return 0;

}

## Mảng

Trong khuôn khổ cuốn sách này, chúng ta đề cập nhiều về hai kiểu dữ liệu thông dụng nhất là mảng (array) và xâu ký tự (string).

### Mảng một chiều

Mảng là dãy hữu hạn các phần tử cùng kiểu. Các phần tử được đánh chỉ số và có thể truy cập trực tiếp. Các phần tử được lưu trên một vùng liên tục trong bộ nhớ và địa chỉ tăng dần theo thứ tự tăng dần của chỉ số.

* Dạng thức khai báo mảng là:

***type name* [*size*];**

Trong đó ***type***  là kiểu phần tử của mảng, ***name*** là tên mảng, ***size*** là số phần tử của mảng còn gọi là kích thước của mảng. Các phần tử của mảng được đánh số từ 0. Mỗi phần tử của mảng được xác định bởi tên mảng và chỉ số của phần tử đó.

*Ví dụ*. Khai báo mảng a có 6 phần tử là a[0], a[1], a[2], a[3], a[4], a[5]cùng kiểu int như sau:

int a[6];

* Khởi tạo mảng.

Theo mặc định, nếu mảng khai báo ngoài mọi hàm thì các phần tử được tự động khởi trị là 0. Nhưng *khi mảng khai báo trong một hàm thì mảng không được C++ khởi trị sẵn, chúng ta cần khởi trị mảng*.

Thường khởi trị cùng với khai báo mảng bằng cách gán giá trị cho các phần tử của nó như sau:

int a[6] = {10, 4, 5, 2, 1, 0};

hoặc

int a[ ] = {10, 4, 5, 2, 1, 0};

Trong cách thứ hai, C++ không khai báo trực tiếp số phần tử của mảng, kích thước của mảng chính bằng số lượng các giá trị đã cho trong cặp ngoặc { }

Trong một số trường hợp cần tạo bộ test ngẫu nhiên thường khởi tạo mảng bằng các giá trị ngẫu nhiên sinh ra từ hàm rand() (xem phụ lục 1).

* Truy xuất các phần tử của mảng

Trong phạm vi khai báo của mảng, có thể truy xuất tới từng phần tử của mảng qua kí hiệu ***name[index]*** trong đó ***name*** là tên mảng, ***index*** là chỉ số của phần tử.

*Ví dụ*

a[2] = 13; //gán giá trị 13 cho phần tử thứ ba của mảng a

x = a[0] //gán giá trị của phần tử thứ nhất của mảng a cho biến x

cout << a[2]; // xuất giá trị của phần tử thứ ba của mảng a lên màn hình

*Lưu ý.* Trong C++, trình dịch không phát hiện lỗi truy cập quá giới hạn của mảng. *Ví dụ* chương trình sau đây trình dịch không báo lỗi:

#include <iostream>

#include <conio.h>

int a[6];

int main()

{

a[8] = 10;

cout << a[8];

getch();

return 0;

}

Điều này gây rắc rối và sai lầm khi thực hiện chương trình tạo ra kết quả không mong muốn (vì tại ô nhớ a[8] có thể chứa dữ liệu từ lệnh cũ làm ảnh hưởng xấu tới thực hiện chương trình). Vậy chúng ta cần lưu ý khi chọn kích thước của mảng và chỉ truy cập phần tử có chỉ số không quá kích thước.

*Ví dụ.* Cho mảng gồm 8 phần tử là các số nguyên 4, 12, 3, 6, 10, 7, 8, 5

Tính giá trị trung bình của phần tử và số lượng phần tử lớn hơn giá trị trung bình.

#include <iostream>

#include <numeric>

using namespace std;

int main() {

const int N = 8;

int dem=0;

int a[N] = {4, 12, 3, 6, 10, 7, 8, 5}, x = 0;

int sum = accumulate(a, a+N, x);

float trungbinh=sum/N;

for (int i = 0; i != N; i++)

if (a[i] > trungbinh) dem++;

cout << "Tong: " <<sum << endl;

cout << "Gia tri trung binh: " << trungbinh << endl;

cout << "So phan tu tren trung binh: " << dem << endl;

system("pause");

return 0;

}

Trong chương trình trên có một số điểm cần lưu ý:

+ Tên mảng được coi là con trỏ chỉ tới phần tử 0 của mảng

+ Hàm accumulate(a, a+N,x)góp nhặt các phần tử của mảng a từ vị trí 0 đến vị trí N cộng tích lũy lại thành một tổng, rồi cộng với số x. Cũng có thể thay dòng lệnh: int sum=accumulate(a, a+N,x);

bằng đoạn sau:

int sum=0;

for (int i=0; i != N; i++) sum +=a[i];

Ví dụ. Nhập không quá 10 số nguyên dương vào đầu của mảng a (có thể từ a[0] đến a[9]), kết thúc nhập bởi số 0; đồng thời nhập số nguyên x. Tìm xem x có trong mảng a hay không, nếu có thì nêu rõ chỉ số của phần tử bằng x trong mảng a.

#include <iostream>

#include <algorithm>

using namespace std;

int main() {

int a[10], x, n = 0;

cout << "Nhap 10 so nguyen duong,ket thuc la so 0\n";

while (cin >> x, x != 0 && n < 10) a[n++] = x;

cout << "Gia tri can tim là: "; cin >> x;

int \*p = find(a, a+n, x);

if (p == a+n)

cout << "Khong tim thay\n";

else {

cout << "Tim thay";

if (p== a)

cout << " la phan tu dau tien";

else cout << " la phan tu thu " << p-a+1;

}

cout << endl;

system("pause");

return 0;

}

*Giải thích.* Trong thư viện algorithm có hàm **find(a,a+n,x)** cho phép tìm số x trong n phần tử đầu tiên của mảng a. Giá trị trả về của hàm là con trỏ mảng p chỉ tới vị trí phần tử của a bằng x (nếu có) hoặc trả về con trỏ mảng p chỉ tới vị trí sau phần tử cuối cùng của a (nghĩa là không có x trong a).

* Gán giá trị cho mảng

Cho hai mảng cùng kiểu a và b , có thể gán giá trị của mảng nguồn a cho mảng đích b bằng câu lệnh sau:

**memmove(b, a, sizeof(a));**

### Mảng hai chiều

Mảng hai chiều được coi như mảng một chiều có các phần tử là các mảng một chiều cùng kiểu và cùng kích thước. Mảng hai chiều còn được coi như một mô hình tương ứng với một bảng hai chiều gồm các hàng và các cột.

* Khai báo mảng hai chiều

***type* *name*[n1][n2];**

Trong khai báo nêu trên, type là kiểu của các phần tử của mảng, name là tên của mảng, n1 là kích thước chiều thứ nhất, n2 là kích thước chiều thứ hai của mảng.

*Ví dụ*: Khai báo mảng số nguyên có hai chiều: chiều thứ nhất kích thước là 3, chiều thứ hai kích thước là 5 :

int a[3][5];

Mảng này tương ứng với một bảng hai chiều có 3 dòng và 5 cột. Lưu ý chỉ số của dòng và của cột đều đánh số bắt đầu từ 0:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Cột 0** | **Cột 1** | **Cột 2** | **Cột 3** | **Cột 4** |
| **Dòng 0** | 11 | 7 | 25 | 6 | 11 |
| **Dòng 1** | 45 | 68 | 79 | 35 | 5 |
| **Dòng 2** | 6 | 4 | 14 | 21 | 71 |

* Truy xuất tới phần tử

Có thể truy xuất tới một phần tử qua tên mảng cùng chỉ số dòng và chỉ số cột. Trong ví dụ nêu trên, a[2,4] có giá trị là 71, a[0][0] có giá trị là 11, a[1][3] có giá trị là 35.

* Chuyển mảng hai chiều thành mảng một chiều

Mảng hai chiều a[n1][n2] được coi tương đương với mảng một chiều b[n1\*n2]. Khi đó a[i][j] ứng với b[i\*n2 + j]. *Ví dụ* mảng a[3][5] được coi tương đương với mảng b[15], phần tử a[1][3] tương đương với phần tử b[8] (vì 1\*5+ 3=8).

### Mảng ba chiều

Trong một số bài toán chúng ta còn có thể gặp mảng nhiều hơn 2 chiều. Khi đó khai báo cũng tương tự. *Ví dụ* khai báo mảng 3 chiều như sau:

***type* *name*[n1][n2][n3];**

Trong khai báo, các số n1, n2, n3 lần lượt là kích thước chiều thứ nhất, thứ hai, thứ ba. Số phần tử của mảng sẽ là n1\*n2\*n3, dễ trở thành số lớn.

### Vector - Mảng trong thư viện chuẩn (std)

Điểm nổi bật của C++ là trong thư viện chuẩn STL (Standard Template Library) có nhiều lớp mẫu và hàm mẫu được xây dựng sẵn, người lập trình có thể sử dụng. Các lớp mẫu thông dụng nhất là: vectơ, stack, queue.

Về một phương diện nào đó, có thể dùng vectơ thay cho mảng với số phần tử hữu hạn nhưng tùy ý không cần khai báo ban đầu. Một đối tượng thuộc kiểu vectơ sẽ được sử dụng các hàm xây dựng cho vectơ.

* **Khai báo sử dụng thư viện vectơ:**

#include <vector>

* **Khai báo một đối tượng có kiểu vectơ:**

vector<*kiểu\_của\_phần\_tử* > *tên\_đối\_tượng*;

Ví dụ: Khai báo đối tượng kiểu vectơ gồm các phần tử số nguyên, tên là v (gọi vắn tắt là vectơ v) như sau:

vector<*int*> v;

* **Khởi trị vectơ:**

vector<*int*> v=(n,value);

Lệnh trên vừa khai báo vectơ *v* có *n* phần tử vừa khởi trị các phần tử có giá trị đều bằng *value*

* **Truy xuất các phần tử của vectơ** cũng thông qua chỉ số của phần tử, chẳng hạn v[i] cho giá trị của phần tử thứ i+1 của vectơ v. Ngoài ra có thể dùng hàm **at** để truy xuất nhanh hơn, ví dụ: **v.at(i)** cho giá trị phần tử thứ i+1 của vectơ v.
* **Nạp giá trị x vào vị trí cuối cùng của vectơ v:**

v.push\_back(x);

*Chú ý*. x phải cùng kiểu với kiểu phần tử của vectơ v.

Khi sử dụng hàm trong lớp vectơ, viết giữa tên vectơ và tên hàm là một dấu chấm.

* **reserve(*số\_ phần\_ tử)****.*

Để khai báo vectơ a cần bộ nhớ có n phần tử thì viết:

a.reserve(n);

* **resize(*số\_phần\_tử, giá\_trị\_phần\_tử).***

Để khai báo lại kích thước vectơ a chỉ còn *n* phần tử đều có giá trị bằng *value* thì viết:

a.resize(n,value);

*Ví dụ.* Nhập 5 phần tử của một vectơ kiểu int. Hiện phần tử thứ ba của vectơ:

#include <iostream>

#include <vector>

using namespace std;

vector<int> v;

int x, n;

int main(void) {

n = 5;

v.reserve(n); *// Khai báo vectơ v có n phần tử*

cout << " Nhap 5 phan tu cua vecto : " << endl;

for (int i=0; i!=5; i++) {

cout << "Nhap phan tu thu " << i+1 << " : ";

cin >> x;

v.push\_back(x); *// Nạp x làm phần tử cuối của vectơ*

}

cout << "phan tu thu ba la: " << v.at(2) << endl;

system("pause");

return 0;

}

* **assign(num, val)** gán giá trị *val* cho *num* phần tử đầu của vector và chỉ có các phần tử này được quản lí.

Ví dụ đã tồn tại vectơ v=(10,2,3,5,1,8) thì v.assign(4,2) sẽ tạo lại vector v chỉ gồm 4 phần tử cùng có giá trị là 2: v=(2,2,2,2).

* ***back , front***

Hàm back(). Để trả lại giá trị phần tử cuối cùng của vector *v* thì viết v.back();

Hàm front(). Để trả lại giá trị phần tử đầu của vector *v* thì viết v.front();

* ***Khai báo con trỏ lặp iterator***

Đó là con trỏ chỉ tới từng phần tử đang được quản lý của một vectơ. Khai báo một con trỏ lặp iterator như sau:

*vector<kiểu phần tử> :: iterator tên\_con\_trỏ;*

* ***begin, end***

Hàm begin() trả lại một con trỏ chỉ tới phần tử đầu của vector, con trỏ này thuộc loại *iterator* (gọi là đối tượng lặp).

Hàm end() trả lại một con trỏ chỉ tới phần tử cuối của vector, cũng thuộc loại *iterator* .

Ví dụ:

vector<int> v1( 5, 789 );*// v1 có 5 phần tử bằng 789*

vector<int>::iterator it;

for( it = v1.begin(); it != v1.end(); it++ )

cout << \*it << endl; *//Giá trị các phần tử của vector do* **it** *trỏ tới*

* ***size***

Hàm size() cho số lượng phần tử đang được quản lý của vector hiện tại.

* ***pop\_back***

Hàm pop\_back() xoá đi phần tử cuối cùng của vector (nghĩa là không quản lý phần tử cuối cùng này nữa).

Ví dụ: Tạo vectơ s chứa 10 kí tự liên tiếp A, B, C, D, E, F, G, H, I (có mã số ASCII từ 65 đến 74).

Xoá dần các kí tự cuối của *s* rồi hiện *s* sau mỗi lần xoá.

#include <iostream>

#include <vector>

using namespace std;

vector<char> s;

vector<char>::iterator p;

int main() {

for( int i=0; i < 10; i++ ) s.push\_back(i+65);

int size = s.size();

for( int i=0; i != size; i++ ) {

s.pop\_back();

for( p = s.begin(); p!= s.end(); p++ )

cout << \*p;

cout << endl;

}

system("pause");

return 0;

}

Kết quả chương trình trên xuất ra màn hình sẽ là:

ABCDEFGHI

ABCDEFGH

ABCDEFG

ABCDEF

ABCDE

ABCD

ABC

AB

A

* ***erase***

erase( iterator pos );

erase( iterator start, iterator end );

Cách 1: hàm erase() xoá đi phần tử mà poschỉ tới.

Cách 2: hàm erase() xoá đi các phần tử từ *start* đến *end*.

Hàm trả về đối tượng lặp chỉ vào phần tử sau phần tử cuối cùng bị xoá.

Ví dụ. Tạo vector s=(‘A’, ‘B’, ‘C’, ‘D’, ‘E’, ‘F’, ‘G’, ‘H’, ‘I’, ‘J’), Dùng hàm erase xoá dần các kí tự đầu. Hiện vector *s* sau mỗi lần xoá:

#include <iostream>

#include <vector>

using namespace std;

vector<char> s;

vector<char>::iterator p;

int main() {

for( int i=0; i < 10; i++ ) s.push\_back(i+65);

int size = s.size();

for( int i=0; i != size; i++ ) {

p = s.begin(); *// p chỉ vào phần tử đầu*

s.erase( p ); *//xóa phần tử đầu*

*// Hiện các phần tử còn lại*

for(p=s.begin(); p!=s.end(); p++) cout << \*p ;

cout<<endl;

}

system("pause");

return 0;

}

Kết quả trên màn hình sẽ là:

BCDEFGHIJ

CDEFGHIJ

DEFGHIJ

EFGHIJ

FGHIJ

GHIJ

HIJ

IJ

J

* ***insert***

Kiểu 1: Thêm phần tử có giá trị bằng *val* vào trước phần tử được chỉ bởi *pos*

insert( iterator pos, val );

Kiểu 2: Chèn thêm *num* phần tử vào trước phần tử được chỉ bởi *pos*

insert( iterator pos, num, val );

Kiểu 3: Chèn các phần tử từ vị trí lặp *t1* đến *t2* của vectơ s2 vào trước phần tử chỉ bởi vị trí *pos* của vec tơ s1

insert(iterator *pos*,iterator *t1*,iterator *t2*);

Ví dụ.

#include <iostream>

#include <vector>

using namespace std;

vector<char> s, s2;

vector<char>::iterator p, t1, t2;

int main() {

*// Tạo vectơ s= (ABCDEFGHIJ)*

for(char i=65; i < 75; i++ ) s.push\_back(i);

*//Hiện vectơ s*

for (p=s.begin(); p!=s.end(); p++)

cout<< \*p;

cout<<endl;

*//Tạo vec tơ s2=(abcdefghij) và hiện s2*

for(char i=97; i < 107; i++ ) s2.push\_back(i);

for (p=s2.begin(); p!=s2.end(); p++)

cout<< \*p;

cout<<endl;

*//****Kiểu chèn thứ nhất***

p=s.begin();*//p trỏ vào phần tử đầu của s*

s.insert(p,90); *//Chèn kí tự Z vào đầu s*

for (p=s.begin(); p!=s.end(); p++)

cout<< \*p; *//Hiện lại s sau khi chèn: s=(ZABCDEFGHIJ)*

cout<<endl;

*//Xóa Z ở đầu vec tơ s, hiện lại s như cũ s=(ABCDEFGHIJ)*

p=s.begin();

s.erase(p);

for (p=s.begin(); p!=s.end(); p++)

cout<< \*p;

cout<<endl;

*//****Kiểu chèn thứ hai***

p=s.begin();

s.insert(p,10,90); *// Chèn 10 kí tự Z (mã là 90) vào trước vị trí p*

*//Hiện s mới =(ZZZZZZZZZZABCDEFGHIJ)*

for (p=s.begin(); p!=s.end(); p++)

cout<< \*p;

cout<<endl;

*//Xóa 10 kí tự Z*

for (int i=1; i!=10; i++) {

p=s.begin();

s.erase(p);

}

*//Hiện lại s như cũ s=(ABCDEFGHIJ)*

for (p=s.begin(); p!=s.end(); p++)

cout<< \*p;

cout<<endl;

*//****Kiểu chèn thứ 3***

p=s.begin()+2; *//p trỏ vào phần tử thứ ba của s*

t1=s2.begin()+5; *//t1 trỏ vào phần tử thứ 6 của s2*

t2=t1+3; *//t2 trỏ vào phần tử thứ 8 của s2*

s.insert(p,t1,t2); *//chèn các phần tử s2[5]...s2[7] vào s (trước s[2])*

*//Hiện s mới: s=ZAfghBCDEFGHIJ)*

for (p=s.begin(); p!=s.end(); p++)

cout<< \*p;

cout<<endl;

system("pause");

return 0;

}

* ***empty***

Hàm empty() trả lại giá trị true nếu vector không có phần tử nào, ngược lại là false. Ví dụ: Vòng lặp xuất lần lượt các phần tử của vectơ từ cuối về đầu:

while( !v.empty() ) {

cout << v.back() << endl;

v.pop\_back();

}

* ***clear***

Để xóa toàn bộ nội dung của vectơ *v* viết:

v.clear();

* ***sort***

Sắp tăng các phần tử của vector *v*:

sort( v.begin(),v.end() );

Sắp giảm các phần tử của vector *v*:

sort(v.begin(),v.end(), greater<*kiểu phần tử của v*>() );

#include <iostream>

#include <vector>

using namespace std;

vector<int> v;

int main() {

v.reserve(10);

v.push\_back(2); v.push\_back(-4); v.push\_back(22);

v.push\_back(28); v.push\_back(12); v.push\_back(15);

v.push\_back(7); v.push\_back(9); v.push\_back(3);

v.push\_back(25);

sort(v.begin(), v.end());

for (int i=0; i!=10; i++) cout << v[i] << " ";

cout << endl;

system("pause");

return 0;

}

Còn có thể dùng hàm sort để sắp mảng một chiều. Ví dụ:

int a[] = { 23, -1, 9999, 0, 4 };  
int a\_size = 5;             
cout << "Before sorting: ";  
for( int i = 0; i < a\_size; i++ )  
   cout << a[i] << " ";  
cout << endl;              
sort( a, a + a\_size );*// Sắp tăng mảng a*               
cout << "After sorting: ";  
for( int i = 0; i < a\_size; i++ )  
cout << a[i] << " ";  
cout << endl;

Bây giờ, sử dụng vectơ chúng ta giải bài toán:

“*Một hoá đơn bán hàng có 3 thông tin là: tên hàng, số lượng, đơn giá. Một cửa hàng thống kê tình hình bán hàng của tháng Tết. Viết chương trình nhập các hoá đơn bán hàng trong tháng này (việc nhập kết thúc khi nhập tên hàng là “ketthuc”) và tính tổng tiền bán được của cửa hàng trong tháng Tết đó đồng thời cho biết tên hàng có số tiền bán được lớn nhất*”.

#include <iostream>

#include <iomanip>

#include <string>

#include <vector>

using namespace std;

int n=0;

struct hoa\_don {

char tenhang[30];

int soluong;

double dongia;

} e;

vector<hoa\_don> taphd;*//Khởi tạo tập hóa đơn* taphd *rỗng*

int main(void) {

int ii; *//biến dùng lưu lại chỉ số hóa đơn có thành tiền lớn nhất*

float tien, maxtien=0;

bool finish = false; *//Cờ báo hiệu chưa kết thúc nhập*

*//Nhập các hóa đơn e*

while (!finish) {

cout << "\nNhap hoa don " << (++n) ;

cout << "\nTen hang : ";

char s[30];

cin.getline(s,30); strcpy(e.tenhang,s);

if (strcmp(e.tenhang,"ketthuc")==0) finish = true;

else { *// Tên hàng khác “ketthuc” thì nhập tiếp soluong, dongia*

cout << "So luong : ";

cin.getline(s,30); e.soluong = atol(s);

cout << "Don gia : ";

cin.getline(s,30); e.dongia = atof(s);

taphd.push\_back(e); *// Nạp hoa đơn e vào cuối tập hóa đơn*

}

}

*// Hiện lại các hóa đơn đã nhập thành cột*

for (int i = 0; i != (int) taphd.size(); ++i) {

tien = taphd[i].soluong \* taphd[i].dongia;

cout << setw(30) << (taphd[i].tenhang) << " : "

<< setw(10) << (taphd[i].soluong) << " \*"

<< setw(10) << setprecision(10)

<< (taphd[i].dongia) << " = "

<< setw(15)<<setprecision(10)<<tien<<'\n' ;

if (tien>maxtien) {

maxtien=tien;

ii=i; *//Lưu chỉ số hóa đơn có thành tiền max*

}

}

*// Tính tổng doanh thu trong tháng*

double tongtien = 0;

for (int i = 0; i != (int) taphd.size(); ++i)

tongtien += taphd[i].soluong \* taphd[i].dongia;

*//Hiện các yêu cầu cần thống kê : tổng thành tiền, tên hàng có thành tiền max*

cout << "----------THONG KE:-------------- " << endl;

cout << "tong tien = " << setprecision(10)

<< tongtien << "\n";

cout << "Ten hang co thanh tien max: "

<< taphd[ii].tenhang << endl;

system("pause");

return 0;

}

## Kí tự và xâu kí tự

### Kí tự

Mọi văn bản đều gồm các ký tự (các kí hiệu, chữ cái, chữ số). Ký tự là dữ liệu kiểu *char*. Một biến kiểu *char* có giá trị từ 0 đến 255 (kiểu không dấu: *unsigned char*) hoặc là có giá trị từ -128 đến 127 (kiểu có dấu: *signed char*) và mỗi giá trị ứng với một kí tự trong văn bản.

Kiểu *char* thuộc kiểu có dấu hay không dấu là phụ thuộc hệ điều hành và trình dịch. Vì thế khi sử dụng kiểu ký tự chúng ta nên khai báo rõ nó thuộc kiểu *unsigned char* hay *signed char*.

*Ví dụ 1.*

#include<iostream>  
using namespace std;  
int main(){  
unsigned char c='A';  
cout<<c<<" "<<(int)c<<endl;*// In ra A và 65*c=68;  
cout<<c<<" "<<(int)c<<endl;*// In ra D và 68*return 0;  
}

Thực hiện chương trình trên, kết quả trên màn hình sẽ là:

A 65

D 68

Chú ý rằng c=68, khi in ra màn hình là D vì khai báo unsigned char c='A';.

*Ví dụ 2.* Chương trình sau hiện các mã ASCII của các ký tự được gõ từ bàn phím, chương trình dừng khi ký tự gõ là ‘q’.

#include<iostream>

using namespace std;

int main() {

unsigned char c;

while(cin>>c) {

cout<<c<<' '<<(int)c<<endl;

if (c=='q') break;

}

return 0;

}

### Xâu kí tự (chuỗi).

Các chương trình C++ có thể sử dụng chuỗi kí tự theo cách thức của *ngôn ngữ C* đó là coi chuỗi kí tự như một mảng gồm các phần tử kiểu ký tự và được kết thúc bởi ký tự null (‘\0’) có mã ASCII là 0; hoặc sử dụng các hàm khai báo trong thư viện *string*

***Định nghĩa***. Xâu kí tự (chuỗi kí tự) là dãy các kí tự được lưu trữ tại các byte liên tiếp trong bộ nhớ và có kí tự cuối cùng là kí tự null (‘\0’).

*Độ dài của xâu là số kí tự trong xâu, không kể kí tự cuối cùng là null*

***Khai báo xâu kí tự.*** Xâu kí tự **s** có thể khai báo theo hai cách sau:

char s[100]; *// Khai báo như một mảng có các phần tử là các kí tự*

char \* s; *// Khai báo như một biến con trỏ chỉ tới địa chỉ phần tử đầu của mảng*

***Cách truy cập các kí tự của xâu.*** Cho xâu **s** có độ dài N, gồm N kí tự. Các phần tử của nó được truy cập thông qua các kí hiệu s[0], s[1], …, s[i],…, s[N-1]. Xâu s được kết thúc bởi kí tự s[N]=’\0’ vậy cần mảng s có N+1 phần tử để lưu trữ xâu này..

***Cách khởi trị xâu kí tự.*** Khi khai báo xâu kí tự, chúng ta cũng có thể khởi trị xâu kí tự theo những cách sau:

char s[ ] = “Thanh”; *//Khởi trị cả mảng bằng hằng mảng kí tự*

char s[ ] = {‘T’, ‘h’, ‘a’, ‘n’, ‘h’,’\0’};*//Khởi trị từng phần tử*

char s[6] = {‘T’, ‘h’, ‘a’, ‘n’, ‘h’,’\0’};*//Khởi trị từng phần tử*

Mặt khác, do qui định *hằng xâu kí tự là một con trỏ kiểu kí tự chỉ vào địa chỉ kí tự đầu tiên của hằng*, nên còn có thể khởi trị một con trỏ kiểu kí tự bằng một hằng xâu kí tự như cách sau:

char \* s = “Thanh”;

***Nhập xâu kí tự từ bàn phím***

Để nhận từ bàn phím giá trị của một xâu kí tự, chúng ta có thể dùng phương thức cin.getline. Lời gọi phương thức có dạng sau:

cin.getline (char s[ ], int length, char delimiter = ‘\n’);

Trong đó s là mảng kí tự cần nhận dãy kí tự từ bàn phím, length là độ dài cực đại của mảng s, delimite là một kí tự kết thúc việc nhập, khi bỏ qua delimiter thường ngầm định là kí tự ‘\n’ (kí tự xuống dòng: nhấn phím Enter).

*Ví dụ 1.*

#include <iostream>

#include <conio.h>

using namespace std;

char s[100];

int main(){

cout << "Nhap mot xau chu so " ;

cin.getline(s,100);

cout << "Xau da nhap là" << s;

getch();

return 0;

}

*Ví dụ 2. Tạo một đối thoại ngắn giữa máy tính và người sử dụng*

#include <iostream.h>

#include <conio.h>

using namespace std;

int main (){

char s [100];

cout << "Ten ban la gi? ";

cin.getline (s,100);

cout << "Chao ban " << s << ".\n";

cout << "Ban thich doi bong nao? ";

cin.getline (s,100);

cout << "Toi cung thich doi bong " << s << "\n";

getch();

return 0;

}

*Chú ý*. Nếu sử dụng cin để nhập từ bàn phím một dãy kí tự vào xâu kí tự thì chỉ nhập được các kí tự cho đến khi gặp kí tự trống. *Ví dụ* dùng lệnh cin >> s; nhập dãy kí tự “*Tran van Thanh”* vào s thì s chỉ nhận “*Tran”*.

***Xuất xâu kí tự lên màn hình.***

Có thể xuất lần lượt từng kí tự của xâu kí tự. Chương trình sau cho kết quả trên 3 dòng, mỗi dòng một xâu “Thanh”**.**

*Ví dụ 3.*

#include <iostream>

#include <conio.h>

using namespace std;

char s[] = "Thanh";

char s2[] = {'T', 'h', 'a', 'n', 'h','\0'};

char \* p = "Thanh";

int main() {

for (int i=0; s[i]!='\0'; i++) cout << s[i];

cout << '\n';

for (int i=0; s2[i]!='\0'; i++) cout << s2[i];

cout << '\n';

for (int i=0; p[i]!='\0'; i++) cout << p[i];

cout << '\n';

getch();

return 0;

}

Luồng *cout* cho phép xuất ra toàn bộ một xâu kí tự nên có chương trình ngắn gọn hơn là:

#include <iostream>

#include <conio.h>

using namespace std;

char s[ ] = "Thanh";

char s2[ ] = {'T', 'h', 'a', 'n', 'h','\0'};

char \* p = "Thanh";

int main() {

cout << s << '\n';

cout << s2 << '\n';

cout << p << '\n';

getch();

return 0;

}

* Khi khai báo char \* p = "Thanh"; thì **p** là con trỏ chỉ tới **xâu kí tự** có địa chỉ đầu tiên là địa chỉ của kí tự ‘T’. Sử dụng con trỏ và luồng *cout*, ta có thể xuất ra các xâu: “hanh” , “anh”, “nh”, “h” bằng các câu lệnh tương ứng là:

cout << p+1;

cout << p+2;

cout << p+3;

cout << p+4;

* Chúng ta cũng cần phân biệt p+i khác với \*(p+i):

a) p+i là con trỏ chỉ tới xâu kí tự có kí tự đầu là kí tự thứ i+1 trong xâu p.

b) \*(p+i) là giá trị của kí tự thứ i+1 trong xâu p.

*Ví dụ* p+1 là “hanh” còn \*(p+1) là ‘h’.

***Cách gán giá trị cho xâu kí tự***

+ Khi khai báo xâu kí tự như biến con trỏ kí tự thì trong chương trình có thể gán xâu bằng một hằng xâu kí tự.

Khai báo: char \* p;

thì trong chương trình có thể dùng lệnh gán:

p = “Tran van Thanh”;

+ Khi khai báo xâu kí tự p như một mảng các kí tự thì lệnh gán trên là không hợp lệ (vì vế phải lệnh gán là hằng xâu kí tự nên là kiểu con trỏ kí tự, vế bên trái lệnh gán là biến có kiểu mảng). Trong trường hợp này phải gán từng kí tự cho các phần tử của mảng và gán cho phần tử cuối cùng của mảng là kí tự ‘\0’ (kí tự null).

Người ta còn thường dùng hàm **strcpy(s1, s2)** trong tệp tiêu đề string.h để sao chép các kí tự của hằng xâu s2 sang mảng kí tự s1.

*Ví dụ 4.*

#include <iostream>

#include <conio.h>

using namespace std;

char s[20];

int main() {

strcpy(s,"Tran van Thanh"); *// Gán s="Tran van Thanh";*

cout << s;

getch();

return 0;

}

***Một số hàm thao tác trên xâu kí tự***

C++ thừa kế một số hàm làm việc trên xâu kí tự của C. Sau đây là một số hàm thông dụng thao tác trên các xâu kí tự:

* Hàm **strcpy():** char \***strcpy**(char \*dest, const char \*src);Thường dùng để copy hằng xâu (nguồn) src sang mảng kí tự (xâu đích) dest.

*Ví dụ 5*

#include <iostream>

using namespace std;

int main(void){

char s[10];

char \*str1 = "Tran Thi Thu Ha";

strcpy(s, str1);

cout << s << endl;

system("pause");

return 0;

}

* Hàm **strcat():** char \***strcat**(char \*dest, const char \*src); Hàm này nối hằng xâu *src* vào cuối mảng kí tự *dest* và trả lại mảng *dest* đã nối.

*Ví dụ 6.*

#include <iostream>

using namespace std;

int main (){

char str[80];

strcpy (str,"these "); *//Chuyển hằng xâu vào mảng kí tự*

strcat (str,"strings ");*//Nối hằng xâu vào mảng kí tự*

strcat (str,"are ");

strcat (str,"concatenated.");

cout << str <<endl; //hoặc puts(str);

system("pause");

return 0;

}

Kết quả thực hiện chương trình là xâu sau hiện trên màn hình:

these strings are concattenated.

* Hàm **strcmp():** int  **strcmp**(const char \*s1, const char \*s2); Hàm so sánh hai xâu s1 và s2. Nếu s1<s2 thì kết quả là số âm, nếu s1==s2 thì kết quả là số 0, nếu s1>s2 thì kết quả là số dương.
* Hàm **strncpy(): char \*strncpy(char \*dest, const char \*src, size\_t maxlen);** Sao chép *maxlen* kí tự đầu của xâu nguồn *src* sang mảng đích *dest*. (*maxlen* không vượt quá chiều dài xâu nguồn và kích thước mảng đích).

*Ví dụ 7. Kết quả chương trình sau sẽ hiện “*Ha Noi*” trên màn hình?*

#include <iostream>

using namespace std;

int main(){

char \* src = "Ha Noi hoa binh";

char dest[100];

strncpy(dest, src, 6); dest[6]=’\0’;

cout << dest;

system("pause");

return 0;

}

* Hàm **strlen():** size\_t **strlen**(const char \*s); Hàm này trả lại độ dài của xâu. Chú ý kiểu hàm là size\_t đó là một số nguyên không dấu.
* Hàm **strchr:** const char \*strchr(const char \*s, int c); Trả về một con trỏ kí tự chỉ tới địa chỉ xâu con của xâu kí tự *s* (kể từ ký tự *c* cho đến hết)*.* Trả về NULL nếu *c* không có trong *s.*

Do đó có thể lấy địa chỉ xâu do hàm trả về trừ đi địa chỉ xâu s sẽ biết được *vị trí lần đầu tiên xuất hiện kí tự c trong xâu s*:

*Ví dụ 8*

#include <iostream>

using namespace std;

int main(void) {

char s[42];

char \* s1, c = 'T';

strcpy(s, "Hoang van Thu - Le Qui Don - Nguyen Trai");

s1 = strchr(s, c);

cout << s1 << '\n'; *// Hiện xâu kết quả do hàm strchr trả lại*

if (s1) *// Địa chỉ xâu s1 khác không*

cout << "Ki tu " <<c << " o vi tri : " << (s1-s);

else

cout << "Khong tim thay.";

system("pause");

return 0;

}

* Hàm **strstr():** const char \*strstr(const char \*s1, const char \*s2); hoặc char \*strstr(char \*s1, const char \*s2);

Hàm trả về xâu con của s1 kể từ vị trí xuất hiện đầu tiên của xâu s2 trong s1, kéo dài đến hết xâu s1. Nếu không tìm thấy, hàm trả về NULL.

*Ví dụ 9.* Chương trình dưới đây cho kết quả là “tuoi dep”.

#include <iostream>

using namespace std;

int main(void){

char \*s1="Viet Nam tuoi dep", \*s2 = "tu", \* ptr;

ptr = strstr(s1, s2);

cout << "Xau con la :" << ptr << endl;

system("pause");

return 0;

}

Tất nhiên vị trí của s2 trong s1 sẽ là ptr-s1

* Hàm **strset():** char \*strset(char \*s, int ch); Hàm thay mọi kí tự của xâu s bằng kí tự ch.

*Ví du 10*

#include <iostream>

#include <conio.h>

using namespace std;

int main(void){

char s[10] = "123456789";

char symbol = 'c';

cout <<"Truoc khi dung strset() : " << s << '\n';

strset(s, symbol);

cout <<"Sau khi dung strset() : " << s;

getch();

return 0;

}

*Ví dụ 11.* Hãy tạo một xâu là xâu nghịch đảo của một xâu cho trước.

#include <iostream>

#include <conio.h>

using namespace std;

int main(void){

char s[27], c;

cout << "Nhap mot xau chu so " ;

cin.getline(s,100);

cout << s << '\n';

int l = strlen(s);

for (int i=0;i<l/2;i++){ *// Tráo đổi hai ký tự ở vị trí đối xứng*

c = s[i];

s[i] = s[l-i-1];

s[l-i-1] = c;

}

cout << s << '\n';

getch();

return 0;

}

* Hàm **strrev()** đảo ngược chuỗi**:** char \*strrev(char \*s);

Dùng hàm này giải lại ví dụ 11 được chương trình ngắn gọn hơn:

#include <iostream>

#include <conio.h>

using namespace std;

char s[100];

int main(){

cout << "Nhap mot xau chu so " ;

cin.getline(s,100);

cout << "Xau dao nguoc la " << strrev(s);

getch();

return 0;

}

* Hàm **strupr() char \*strupr(char \*s);** Đổi chữ thường ra chữ hoa
* **Hàm strlwr() char \*strlwr(char \*s);** Đổi chữ hoa ra chữ thường.

*Ví dụ 12.* Xây dựng hàm chèn một kí tự vào chuỗi.

#include <iostream>

#include <conio.h>

using namespace std;

char c, s[100];

int i;

int main()

{

cout << "Nhap mot xau chu so " ;

cin.getline(s,100); *// Giả sử s= “123456789”*

cout <<"\nChen vao xau s ki tu c = ";

cin >> c; *//Giả sử c=’T’*

cout << "\nChen truoc s[i] voi i = ";

cin >> i; *//Giả sử i=3*

char s2[100];

strcpy(s2, &s[i]); *//*s2=”456789”

s[i] = c; s[i+1] = '\0'; *//s=”123T”*

strcat(s,s2); *//Sau khi nối: s=”123T456789”*

cout << "\nXau sau khi chen : " << s;

getch(); return 0;

}

Kết quả trên màn hình:
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1. ***Chuyển đổi xâu kí tự chữ số thành kiểu khác***

Trong tệp tiêu đề **stdlib.h** cung cấp một số hàm chuyển xâu các kí tự chữ số thành kiểu dữ liệu dạng số. Đó là các hàm sau:

* **atoi : int atoi(const char \*s);** chuyển xâu chữ số thành số kiểu *int*
* **atol :** chuyển xâu chữ số thành số kiểu *long*
* **atof :** chuyển xâu chữ số thành số kiểu *float*.
* **atold:** chuyển xâu chữ số thành số kiểu *long double*

*Lưu ý.* Các hàm trên chỉ chuyển đổi cho đến khi gặp kí tự khác chữ số trong xâu.

*Ví dụ 13*:

#include <iostream>

#include <iomanip>

using namespace std;

int main(void) {

char \*s = "12345.6789";

int n = atoi(s);

cout << n << endl; *//Hiện số nguyên 12345 (kiểu int)*

long m = atol(s);

cout << m << endl;  *// Hiện số nguyên 12345 (kiểu long)*

float h = atof(s);

cout << fixed << setprecision(3);

cout << h << endl; *//Hiện số thực 12345.679 (kiểu float)*

system("pause");

return 0;

}

### String

Trong trình dịch Dev-C++ có thư viện chuẩn STL (Standard Template Library) cung cấp kiểu *string* dùng thuận tiện khi cần xử lý xâu kí tự.

***Khai báo xâu kí tự s có kiểu string:***

#include <string>

string s;

***Thao tác với xâu kí tự kiểu string trong Dec-C++:***

* Có thể nhập xâu ký tự s từ bàn phím:

cin>>s;

nhưng chỉ nhập được các ký tự cho đến khi gặp ký tự trống của s.

* Nhập các ký tự từ bàn phím vào luồng *cin* rồi gán cho s:

getline(cin,s);

cách này nhập được cả ký tự trống.

* Có thể xuất xâu ký tự s ra màn hình:

cout<<s;

*Ví dụ 1a*. *Sử dụng getline*

#include <iostream>

#include <string>

using namespace std;

string s;

int main() {

cout<< "Nhap mot dong chu: "; getline(cin,s);

cout<< "Dong chu da nhap: "; cout<< s << endl;

system("pause");

return 0;

}

*Ví dụ 1b: Sử dụng getline*

#include <iostream>

#include <string>

using namespace std;

string s1="Tran Thi Thu Ha", s2;

int main() {

cout<<"Chuoi s1 la: "<<s1 <<endl;

cout<<"Nhap chuoi s2: ";

cin>>s2; // *giả sử gõ “Pham van Duong”*

cout<<"Chuoi s2: "<<s2<<endl; *//chỉ hiện ra”Pham”*

getline(cin,s2); *//gán phần còn lại trong luồng cin cho s2*

cout<<"Phan con lai cua s2: "<<s2;*//hiện s2=” van Duong”*

system(“pause”); *//Dừng kết quả trên màn hình cho đến khi nhấn phím*

return 0;

}

Kết quả thực hiện chương trình:

![](data:image/png;base64,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)

* Nối 2 xâu hoặc ghép một ký tự vào xâu bằng dấu + (điều này chỉ áp dụng với kiểu string, không áp dụng với mảng kí tự).
* Có thể so sánh theo tự điển 2 xâu kiểu string bằng các phép toán so sánh sau:

== (bằng nhau),

!= (khác nhau),

> (lớn hơn),

< (nhỏ hơn),

>= (không nhỏ hơn),

<= (không lớn hơn);

* Nếu s là *string* thì s.length() cho biết độ dài xâu ký tự.
* s[i] cho biết ký tự thứ *i*+1 trong s (0≤i<s.length().

Đây là điều khác biệt cần chú ý khi đối chiếu với string trong Pascal.

* Có thể dùng phép gán (=) với biến có kiểu string.
* Có thể coi *s* là xâu rỗng khi khai báo string s="";
* Giả sử p1 và p2 là hai vị trí lặp (kiểu iterator) của xâu string s thì:

string(p1, p2);

sẽ cho xâu con của s từ *p1* đến *p2-1.*

Ví dụ 2.

#include <iostream>

#include <string>

using namespace std;

string s;

int main() {

cout<< "Nhap mot dong chu: ";

getline(cin,s); *// Giả sử nhập “Do Thi Minh Xuan”*

string::iterator p1, p2;

p1=s.begin()+7;p2=p1+4;

cout << string(p1,p2) << endl; *// Hiện xâu con là “Minh”*

system("pause");

return 0;

}

***Ngoài ra còn có thể sử dụng những phương thức sau:***

* *s.substr(int pos, int nchar)* trích ra một chuỗi con của một chuỗi s. Vis dụ: s.substr(2,4) trả về chuỗi con gồm 4 ký tự của chuỗi s kể từ ký tự ở vị trí thứ 2 (*chú ý ký tự đầu tiên của chuỗi ở vị trí 0)*.

Trong ví dụ 2 nêu trên, các dòng lệnh:

p1=s.begin()+7;p2=p1+4;

cout << string(p1,p2) << endl; *// Hiện xâu con là “Minh”*

có thể thay bằng lệnh:

cout << s.substr(7,4)<<endl;

* *s.find(int ch, int pos);* trả về vị trí lặp của ký tự ch kể từ vị trí *pos* đến cuối chuỗi *s*

*s.find(char \*s1, int pos);* trả về vị trí lặp của mảng ký tự *s1* trong chuỗi *s* kể từ vị trí pos đến cuối

*s.find(string& s1, int pos);* trả về vị trí lặp của chuỗi *s1* trong chuỗi *s* kể từ vị trí *pos* đến cuối.

Trong s.find() nếu không cho *pos* thì hiểu mặc nhiên là pos=0; nếu tìm thấy thì trả về vị trí xuất hiện đầu tiên, ngược lại trả về giá trị -1.

*Ví dụ 3. Tìm và tách riêng từng từ của chuỗi*

#include <iostream>

#include <string>

using namespace std;

int main() {

string s="Nghin nam Thang Long";

string s1="Thang";

string::iterator p, p2; *//Khai báo các biến lặp- iterator p và p2*

cout<<s.find(s1)<<endl; *// Hiện vị trí lặp của s1 trong chuỗi s*

for (p=s.begin(); p<s.end(); ){ *// Vị trí p chuyển từ đầu tới cuối s*

p2=find(p, s.end(),' '); *// vị trí lặp của dấu trống mới kể từ vị trí p*

if (p2!=p) *// Hai vị trí lặp khác nhau*

cout<<string(p, p2)<<endl;// *Xuất một từ giữa p và p2*

p = p2+1; *// vị trí mới của p là vị trí tiếp theo của p2*

}

system(“pause”); *//Dừng kết quả trên màn hình cho đến khi nhấn phím*

return 0;

}

Kết quả thực hiện chương trình:
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* *s.compare(p1, n1,hằng xâu s2)* lấy chuỗi con dài *n1* ký tự trong *s1* từ vị trí *p1* so sánh với hằng xâu *s2.*

*s1.compare(p1, n1, s2, p2, n2)* lấy chuỗi con dài *n1* ký tự trong *s1* từ vị trí *p1* so sánh với chuỗi con dài *n2* ký tự lấy trong *s2* từ vị trí *p2*.

*Ví dụ 4. Sử dụng thuộc tính so sánh các chuỗi con trong hai chuỗi:*

#include <iostream>

#include <string>

using namespace std;

int main (){

string s1="green apple";

string s2="red apple";

if (s1!=s2) *//nếu s1 khác s2 thì*

cout << s1 << " is not " << s2 << "\n";

if (s1.compare(6,5,"apple") == 0)

*// nếu “apple” bằng chuỗi con 5 kí tự của s1 kể từ vị trí 6 thì*

cout << s1 << " is an apple\n";

if (s2.compare(4,5,"apple") == 0)

*// nếu “apple” bằng chuỗi con 5 kí tự của s2 kể từ vị trí 4 thì*

cout << "and " << s2 << " is also an apple\n";

if (s1.compare(6,5,s2,4,5) == 0)

*// nếu chuỗi con 5 kí tự của s1 kể từ vị trí 6 bằng chuỗi con 5 kí tự của s2 kể từ vị trí 4 thì*

cout << "therefore, both are apples\n";

system(“pause”); *//Dừng kết quả trên màn hình cho đến khi nhấn phím*

return 0;

}

Kết quả chạy chương trình là:
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* *s.size()* cho số lượng kí tự của chuỗi s.
* *s.empty()* trả về 1 nếu chuỗi s rỗng, trả về 0 nếu ngược lại.
* *s.begin()* Trả về iterator (vị trí lặp có kiểu size\_t) đầu tiên của chuỗi s.
* *s.end()* Trả về iterator cuối cùng của chuỗi s.
* *s.front()* Trả về tham chiếu đến phần tử đầu tiên của chuỗi.
* *s.back()* Trả về tham chiếu đến phần tử cuối cùng của chuỗi.
* *s1.swap(s2)* Hoán đổi 2 chuỗi s1 và s2 với nhau.
* *s.insert(int pos, char\* a);* chèn mảng ký tự a vào vị trí *pos* của s.
* *s.insert(int pos, string s1);* chèn chuỗi s1 (kiểu string) vào vị trí *pos* của chuỗi s.
* *s.insert(int pos, int n, int ch)*; chèn n lần ký tự ch vào vị trí *pos* của chuỗi s.
* *s.erase(int pos, int n)* xóa n ký tự của chuỗi s kể từ vị trí *pos*. Nếu không quy định giá trị n thì tấtcả các ký tự của s từ vị trí *pos* trở đi sẽ bị xóa.

*Lưu ý.* Biến s kiểu string khác với biến ss kiểu xâu ký tự (là kiểu con trỏ kí tự char \* ss; hoặc kiểu mảng kí tự char ss[];) mặc dù chúng có thể dùng biểu diễn cùng một xâu như nhau. Trong nhiều trường hợp cần chuyển string thành mảng xâu ký tự có thể chuyển dần từng kí tự của s thành phần tử tương ứng của ss, rồi kết thúc ss bởi ký tự null (‘\0’).

* Chuyển string thành mảng xâu kí tự :

string s=”BALANCE.1”; *//Có 9 ký tự trong s*

char ss[10];

for (int k=0; k<10; k++) ss[k]=s[k];

ss[10]='\0';

* Ngược lại chuyển mảng ký tự ss thành string s như sau:

char ss[10]=”BALANCE.1”; *//Có 9 ký tự trong ss và kết thúc bới null*

string s=””;

for (int k=0; k<9; k++) s=s+ss[k];

*Ví dụ 5. Xây dựng hàm* ***toString(const tnumber x)*** *chuyển mảng số x thành một xâu kiểu string:*

#include <sstream>

#include <string>

#include <iomanip>

using namespace std;

*…*

*//giả sử đã có mảng x một chiều biểu diễn số lớn, mỗi phần tử là số có tối đa 8 chữ số*

*…*

inline string toString(const tnumber x) {

ostringstream o;

o << x[n-1];

for (int i=n-2; i>=0; i--) {

o << setfill('0') << setw(8) << x[i];

}

return o.str();

}

…

*Giải thích.* Sử dụng tệp tiêu đề <sstream> và khai báo luồng xuất string là *o* bằng lệnh:

ostringstream o;

Giả sử mảng x[0..n-1] có n phần tử, dùng biểu diễn một số nguyên lớn mỗi phần tử là một số nguyên có tối đa 8 chữ số. Ví dụ số nguyên lớn là: 12000003456700000800000089,

được chứa vào mảng x có 4 phần tử (n=4):

x[3]=12; x[2]=00000345=345;

x[1]=67000008; x[0]=00000089=89;

Chúng ta lần lượt đổ các phần tử x[3], rồi x[2], x[1], x[0] của mảng (từ cuối về đầu) vào luồng *o*, sau đó xuất ra string bằng lệnh:

return o.str();

đó là xâu “12000003456700000800000089” đang nằm trong luồng.

* Hàm **memcpy**() có dạng:

void \* memcpy(void \* destination,const void \* source, size\_t num );

Hàm này làm nhiệm vụ sao chép một khối bộ nhớ (là *num* byte) từ địa chỉ do con trỏ của nguồn *source,* vào địa chỉ do con trỏ đích *destination* trỏ tới*.*

*Ví dụ 6. Chuyển string sang kiểu char \* (kiểu con trỏ kí tự)*

*#include <iostream>*

*#include <string>*

*using namespace std;*

*int main() {*

*string s;*

*cout<<"Nhap xau ki tu: "; getline(cin,s);*

*int L=s.size(); //Độ dài string s*

*char \* a = new char[L+1]; //Xin cấp phát bộ nhớ cho biến a*

*a[L]='\0'; // Kết thúc sẵn cho mảng xâu kí tự a*

*memcpy(a,s.c\_str(),L); //Sao chép s.c\_str()với độ dài L sang a*

*cout << a << endl; //Xuất ra xâu kí tự do a trỏ tới*

*system("pause");*

*return 0;*

*}*

## Đọc và ghi dữ liệu tệp.

Để đọc hoặc ghi tệp, cần có dòng khai báo tệp tiêu đề fstream:

#include <fstream>

Sau đó, khai báo các đối tượng liên kết với *tệp tin để đọc dữ liệu* bằng cách dùng ifstream; hoặc khai báo các đối tượng liên kết với *tệp tin để ghi dữ liệu* bằng cách dùng ofstream.

Ví dụ khai báo đối tượng *fin* liên kết tới các tệp tin để đọc như sau:

ifstream fin; // (1)

Dùng đối tượng *fin* mở tệp tin “BAITAP01.IN” để sau đó có thể dùng lệnh đọc dữ liệu trong tệp tin này thì dùng lệnh:

fin.open (“BAITAP01.IN”); // (2)

Hoặc có thể viết gộp hai lệnh (1) và (2) trên thành một dòng lệnh:

ifstream fin (“BAITAP01.IN”);

Sau đó có thể đọc lần lượt giá trị trong tệp “BAITAP01.IN” có kiểu tương ứng với kiểu của biến x bằng lệnh:

f in>> x;

Tương tự, khai báo đối tượng *fout* liên kết tới tệp tin để ghi như sau:

ofstream fout; // (3)

Dùng đối tượng *fout* (khai báo ở trên) mở tệp tin “BAITAP01.OUT” để sau đó sẽ ghi (kết quả ra) vào nó thì dùng lệnh:

fout.open (“BAITAP01.OUT”); // (4)

Hoặc có thể viết gộp hai lệnh (3) và (4) trên thành:

ofstream fout (“BAITAP01.OUT”);

Để ghi một giá trị x vào tệp tin “BAITAP01.OUT” do đối tượng *fout* liên kết tới thì dùng lệnh:

fout << x;

Sau khi làm việc xong với tệp cần đóng tệp: Ví dụ để đóng tệp BAITAP01.IN do đối tượng fin đã mở ta dùng lệnh:

fin.close();

Để đóng tệp BAITAP01.OUT do đối tượng *fout* đã mở ta dùng lệnh fout.close();

***Cách đọc từng dòng của tệp:***

**Bài toán.** Cho N điểm, hai điểm trong chúng có thể nối với nhau bằng một cạnh. Tệp dữ liệu vào “PATH.IN” tổ chức như sau: Tệp gồm một số dòng, mỗi dòng ghi ở đầu dòng một số *i*, sau đó ghi các số khác trên cùng dòng là các số *j*, thể hiện có cạnh nối điểm *i* với các điểm *j*. Hãy đọc tệp để biết các điểm nào được nối với nhau (dùng mảng hai chiều A[][] để lưu lại, A[i][j]=1 và A[j][i]=1 thể hiện có cạnh nối điểm i với điểm j).

Ví dụ: Cho tệp PATH.IN như sau

13

0 3 4 5 6 9

1 3 5 6 7 9 10

2 3 6 7 8 9 10 11

3 7 10

4 7 10

5 6 7 8 10 11

6 7 10 11 12

7 11 12

8 12

Tệp này mô tả:

Có N=13 điểm được đánh số từ 0 đến 12;

Các dòng tiếp theo: số ở đầu dòng là điểm *i* có cạnh nối với các điểm *j* ghi trên cùng một dòng với *i*. Ví dụ dòng 6 trong các dòng tiếp theo là:

5 6 7 8 10 11

nên điểm 5 có cạnh nối với các điểm 6,7,8,10,11.

Sau đây là hàm đọc dữ liệu từ tệp PATH.IN

#include <fstream>

#include <sstream>

using namespace std;

ifstream fin (“PATH.IN”);

void doc(){

int i, j;

string s;

fin >> N; *// Đọc số đỉnh*

while (getline(fin, s)) { *// Đọc một dòng của tệp vào xâu s*

istringstream ss(s); *// Đổ xâu s vào luồng string là ss*

ss >> i; *// Lấy số thứ nhất ra khỏi luồng ss*

while (ss>>j) { *//Lần lượt lấy các số còn lại ra khỏi ss*

A[i][j] =1; *// Xác nhận cạnh nối điểm i và điểm j*

A[j][i] =1;

}

}

fin.close();